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# CONTENTS

**Course Objectives**

* Understand theory and practical aspects of modern compiler design.
* Understand implementation detail for a small subset of a language applying different techniques studied in this course.
* Study both implementation and automated tools for different phases of a compiler.

**Course Outcomes**

At the end of this course, students will gain the

* Ability to create preliminary scanning applications and to classify different lexemes.
* Ability to create a lexical analyzer without using any lexical generation tools.
* Ability to select a suitable data structure to implement symbol table.
* Ability to implement a recursive descent parser for a given grammar without using any parser generation tools.
* Ability to implement a recursive descent parser for a given grammar of C programming language without using any parser generation tools.
* Ability to design a code generator and use FLEX.

**Evaluation plan**

* Internal Assessment Marks: 60 Marks  End semester assessment: 40 Marks
  + Duration: 2 hours
  + Total marks: Write up: 15 Marks

Execution: 25 Marks

**INSTRUCTIONS TO THE STUDENTS**

**Pre- Lab Session Instructions**

1. Students should carry the Class notes, Lab Manual and the required stationary to every lab session
2. Be in time and follow the Instructions from Lab Instructors.
3. Must Sign in the log register provided.
4. Make sure to occupy the allotted seat and answer the attendance.
5. Adhere to the rules and maintain the decorum.

**In- Lab Session Instructions**

* Follow the instructions on the allotted exercises given in Lab Manual.
* Show the program and results to the instructors on completion of experiments.
* On receiving approval from the instructor, copy the program and results in the Lab record.
* Prescribed textbooks and class notes can be kept ready for reference if required.

**General Instructions for the exercises in Lab**  The programs should meet the following criteria:

* + Programs should be interactive with appropriate prompt messages, error messages if any, and descriptive messages for outputs.
  + Use meaningful names for variables and procedures.
* Copying from others is strictly prohibited and would invite severe penalty during evaluation.
* The exercises for each week are divided under three sets:
  + Lab exercises – to be completed during lab hours
  + Additional Exercises – to be completed outside the lab or in the lab to enhance the skill
* In case a student misses a lab class, he/ she must ensure that the experiment is completed at students’ end or in a repetition class (if available) with the permission of the faculty concerned but credit will be given only to one day’s experiment(s).
* Questions for lab tests and examination are not necessarily limited to the questions in the manual, but may involve some variations and / or combinations of the questions.

**THE STUDENTS SHOULD NOT...**

1. Bring mobile phones or any other electronic gadgets to the lab.
2. Go out of the lab without permission.

**LAB NO: 1 Date:**

# BASIC FILE HANDLING OPERATIONS

**Objectives:**

* Getting familiar with various file handling system calls.
* Ability to perform basic file operations**.**

**Prerequisites:**

* Knowledge of the C programing language.
* Knowledge of file pointers.

**I. INTRODUCTION:**

In any programming language it is vital to learn file handling techniques. Many applications will at some point involve accessing folders and files on the hard drive. In C, a stream is associated with a file.

A file represents a sequence of bytes on the disk where a group of related data is stored. File is created for permanent storage of data. It is a readymade structure. In C language, we use a structure pointer of file type to declare a file.

FILE \*fp;

Table 1.1 shows some of the built-in functions for file handling.

## Table 1.1: File Handling functions

|  |  |
| --- | --- |
| **Function** | **Description** |
| **fopen()** | Create a new file or open an existing file |
| **fclose()** | Closes a file |
| **getc()** | Reads a character from a file |
| **putc()** | Writes a character to a file |
| **fscanf()** | Reads a set of data from a file |
| **fprintf()** | Writes a set of data to a file |
| **getw()** | Reads an integer from a file |
| **putw()** | Writes an integer to a file |
| **fseek()** | Set the position to desire point |
| **ftell()** | Gives current position in the file |
| **rewind()** | Set the position to the beginning point |

***1.*fopen()**: This function accepts two arguments as strings. The first argument denotes the name of the file to be opened and the second signifies the mode in which the file is to be opened. The second argument can be any of the following

***Syntax:*** \*fp = FILE \*fopen(const char \*filename, const char \*mode);

The various modes used in file handling is shown is Table 1.2 Table 1.2: Various modes in file handling

|  |  |
| --- | --- |
| **File Mode** | **Description** |
| **r** | Opens a text file for reading. |
| **w** | Creates a text file for writing, if exists, it is overwritten. |
| **a** | Opens a text file and append text to the end of the file. |
| **rb** | Opens a binary file for reading. |
| **wb** | Creates a binary file for writing, if exists, it is overwritten. |
| **ab** | Opens a binary file and append text to the end of the file. |

2.**fclose():**This function is used for closing opened files. The only argument it accepts is the file pointer. If a program terminates, it automatically closes all opened files. But it is a good programming habit to close any file once it is no longer needed. This helps in better utilization of system resources, and is very useful when you are working on numerous files simultaneously. Some operating systems place a limit on the number of files that can be open at any given point in time.

***Syntax:***int fclose( FILE \*fp );

3.**fscanf() and fprintf():** The functions fprintf() and fscanf() are similar to printf() and scanf() except that these functions operate on files and require one additional and first argument to be a file pointer.

***Syntax***: fprintf(fileprinter,”format specifier”,v1,v2,…); fscanf(filepointer,”format specifier”,&v1,&v2,….);

4.**getc() and putc()**: The functions getc() and putc() are equivalent to getchar() and putchar() functions except that these functions require an argument which is the file pointer. Function getc() reads a single character from the file which has previously been opened using a function like fopen(). Function putc() does the opposite, it writes a character to the file identified by its second argument.

***Syntax****:* getc(in\_file);  putc(c, out\_file);

**Note:** The second argument in the putc() function must be a file opened in either write or append mode.

5.**fseek()**: This function positions the next I/O operation on an open stream to a new position relative to the current position.

***Syntax***: int fseek(FILE \*fp, long int offset, int origin);

Here fp is the file pointer of the stream on which I/O operations are carried on, offset is the number of bytes to skip over. The offset can be either positive or negative, denting forward or backward movement in the file. Origin is the position in the stream to which the offset is applied, this can be one of the following constants: **SEEK\_SET**: offset is relative to beginning of the file

**SEEK\_CUR**: offset is relative to the current position in the file **SEEK\_END**: offset is relative to end of the file

Binary stream input and output The functions fread() and fwrite() are a somewhat complex file handling functions used for reading or writing chunks of data containing NULL characters (‘\0’) terminating strings. The function prototype of fread() and fwrite() is as below :

size\_t fread(void \*ptr, size\_t sz, size\_t n, FILE \*fp); size\_t fwrite(const void \*ptr, size\_t sz, size\_t n, FILE \*fp); You may notice that the return type of fread() is size\_t which is the number of items read. You will understand this once you understand how fread() works. It reads n items, each of size sz from a file pointed to by the pointer fp into a buffer pointed by a void pointer ptr which is nothing but a generic pointer. Function fread() reads it as a stream of bytes and advances the file pointer by the number of bytes read. If it encounters an error or endof-file, it returns a zero, you have to use feof() or ferror() to distinguish between these two. Function fwrite() works similarly, it writes n objects of sz bytes long from a location pointed to by ptr, to a file pointed to by fp, and returns the number of items written to fp.

**II. SOLVED EXERCISE:**

Write a C program to copy the contents of source file to destination file

**Algorithm**: CopyFileContents

Step 1: Enter the source filename.

Step 2: Check if the file exists. If NOT, display an error message and exit from the program.

Step 3: Enter the destination filename.

Step 4: Read each character from the source file and write into destination file using file pointers until EOF character is encountered in the source file.

Step 5: Stop

**Program:**

// Program to copy contents of source file to destination file

#include <stdio.h>

#include <stdlib.h> // For exit()

int main()

{

FILE \*fptr1, \*fptr2; char filename[100], c; printf("Enter the filename to open for reading: \n"); scanf("%s", filename); fptr1 = fopen(filename, "r"); // Open one file for reading if (fptr1 == NULL)

{ printf("Cannot open file %s \n", filename); exit(0);

}

printf("Enter the filename to open for writing: \n"); scanf("%s", filename);

fptr2 = fopen(filename, "w+"); // Open another file for writing c = fgetc(fptr1); // Read contents from file while (c != EOF)

{ fputc(c, fptr2);

c = fgetc(fptr1);

}

printf("\nContents copied to %s", filename);

fclose(fptr1); fclose(fptr2); return 0;

}

**Sample Input and Output**

Enter the filename to open for reading: source.txt

Enter he filename to open for writing: destination.txt

Contents copied to destination.txt

1. **LAB EXERCISES:**

**Write a ‘C’ program**

* 1. To count the number of lines and characters in a file.

}

|  |  |
| --- | --- |
| #include <stdio.h>  #define MAX\_FILE\_NAME 100  int main()  {  FILE \*fp;  int count = 1; // Line counter (result)  int characters = 0;  char filename[MAX\_FILE\_NAME];  char c; // To store a character read from file  // Get file name from user. The file should be  // either in current folder or complete path should be provided  printf("Enter file name: ");  scanf("%s", filename);  // Open the file  fp = fopen(filename, "r");  printf(fp);  // Check if file exists  if (fp == NULL)  {  printf("Could not open file %s", filename);  return 0;  }  // Extract characters from file and store in character c  for (c = getc(fp); c != EOF; c = getc(fp))  if (c == '\n') // Increment count if this character is newline  count = count + 1;  else {  characters=characters+1;  }  // Close the file  fclose(fp);  printf("The file %s has %d lines\n ", filename, count);  printf("Total number of characters : %d\n",characters);  return 0;  } |  |

* 1. To reverse the file contents and store in another file. Also display the size of file using file handling function.

|  |  |
| --- | --- |
| #include <stdio.h>  #include <string.h>  #include <stdlib.h> // For exit()  int main()  {  FILE \*fptr1, \*fptr2;  char filename[100], c;  char string[100]; int i=0;  //C:\cplus\read.txt  //C:\cplus\write.txt  printf("Enter the filename to open for reading: \n");  scanf("%s", filename);  fptr1 = fopen(filename, "r");  if (fptr1 == NULL)  {  printf("Cannot open file %s \n", filename);  exit(0);  }  printf("Enter the filename to open for writing: \n");  scanf("%s", filename);  fptr2 = fopen(filename, "w+");  c = fgetc(fptr1);  while (c != EOF)  {  string[i]=c;  c = fgetc(fptr1);  i=i+1;  }  printf("\nContents of file 1: %s", string);  strrev(string);  printf("\nContents of file 1 reversed: %s", string);  i=0;  while (i <= strlen(string))  {  fputc(string[i], fptr2);  i=i+1;  }  fclose(fptr2);  fptr2 = fopen(filename, "r");  c = fgetc(fptr2);  printf("\nContents of file 2: ");  while (c != EOF)  {  printf("%c", c);  c = fgetc(fptr2);  }  long size; FILE \*fp;  fclose(fptr2);  fp = fopen(filename, "rb");  fseek(fp, 0L, SEEK\_END);  size = ftell(fp);  fclose(fp);  printf("\nThe size of the file = %ld bytes.\n", size);  fclose(fptr1);  fclose(fptr2);  return 0;  } |  |

* 1. That merges lines alternatively from 2 files and stores it in a resultant file.

|  |  |
| --- | --- |
| #include <stdio.h>  #include <string.h>  #include <stdlib.h> // For exit()  int main()  {  FILE \*fptr1, \*fptr2;  char filename[100], c;  char string[100]; int i=0;  //C:\cplus\read.txt  //C:\cplus\write.txt  printf("Enter the filename to open for reading: \n");  scanf("%s", filename);  fptr1 = fopen(filename, "r");  if (fptr1 == NULL)  {  printf("Cannot open file %s \n", filename);  exit(0);  }  printf("Enter the filename to open for reading and writing: \n");  scanf("%s", filename);  fptr2 = fopen(filename, "r");  c = fgetc(fptr1);  while (c != EOF)  {  string[i]=c;  c = fgetc(fptr1);  i=i+1;  }  printf("\nContents of file 1: %s", string);  c = fgetc(fptr2);  while (c != EOF)  {  string[i]=c;  c = fgetc(fptr2);  i=i+1;  }  printf("\nContents of file 1 + 2 predicted: %s", string);  fclose(fptr2);  fptr2 = fopen(filename, "w+");  printf("\nContents of file 2: ");  i=0;  while (i <= strlen(string))  {  printf("%c", string[i]);  fputc(string[i], fptr2);  i=i+1;  }  fclose(fptr1);  fclose(fptr2);  return 0;  } |  |

* 1. That accepts an input statement, identifies the verbs present in them and performs the following functions
     1. **INSERT**: Used to insert a verb into the hash table.

***Syntax:*** insert (char \*str)

* + 1. **SEARCH**: Used to search for a key(verb) in the hash table. This function is called by INSERT function. If the symbol table already contains an entry for the verb to be inserted, then it returns the hash value of the respective verb. If a verb is not found, the function returns -1.

***Syntax:*** int search (key)

|  |  |
| --- | --- |
| #include<stdio.h>  #include<stdlib.h>  #include <ctype.h>  struct data  {  int key;  char \*value[50];  };  struct data \*array;  int capacity = 10;  int size = 0;  int hashcode(int key)  {  return (key % capacity);  }  int get\_prime(int n)  {  if (n % 2 == 0)  {  n++;  }  for (; !if\_prime(n); n += 2);  return n;  }  /\* to check if given input (i.e n) is prime or not \*/  int if\_prime(int n)  {  int i;  if ( n == 1 || n == 0)  {  return 0;  }  for (i = 2; i < n; i++)  {  if (n % i == 0)  {  return 0;  }  }  return 1;  }  void init\_array()  {  int i;  capacity = get\_prime(capacity);  array = (struct data\*) malloc(capacity \* sizeof(struct data));  for (i = 0; i < capacity; i++)  {  array[i].key = 0;  array[i].value[0] ='\0' ;  }  }  /\* to insert a key in the hash table \*/  void insert(int key)  {  int index = hashcode(key);  if (array[index].value == 0)  {  /\* key not present, insert it \*/  array[index].key = key;  array[index].value[0] = '\0';  size++;  printf("\n Key (%d) has been inserted \n", key);  }  else if(array[index].key == key)  {  /\* updating already existing key \*/  printf("\n Key (%d) already present, hence updating its value \n", key);  //array[index].value += 1;  }  else  {  /\* key cannot be insert as the index is already containing some other key \*/  printf("\n ELEMENT CANNOT BE INSERTED \n");  }  }  /\* to remove a key from hash table \*/  void remove\_element(int key)  {  int index = hashcode(key);  if(array[index].value == 0)  {  printf("\n This key does not exist \n");  }  else {  array[index].key = 0;  array[index].value[0] = "\0";  size--;  printf("\n Key (%d) has been removed \n", key);  }  }  /\* to display all the elements of a hash table \*/  void display()  {  int i;  for (i = 0; i < capacity; i++)  {  if (array[i].value == 0)  {  printf("\n Array[%d] has no elements \n");  }  else  {  printf("\n array[%d] has elements -:\n key(%d) and value(%d) \t", i, array[i].key, array[i].value);  }  }  }  int size\_of\_hashtable()  {  return size;  }  void main()  {  FILE \*fptr1, \*fptr2;  int choice, key, value, n;  char filename[100]; char c;  char string[100]; int i=0;  //C:\cplus\read.txt  //C:\cplus\write.txt  printf("Enter the filename to open for reading: \n");  scanf("%s", filename);  fptr1 = fopen(filename, "r");  if (fptr1 == NULL)  {  printf("Cannot open file %s \n", filename);  exit(0);  }  printf("Verbs inserted into hash table!");  c = fgetc(fptr1);  while (c != EOF)  {  n=1; i=0;  while (isalpha(c)!=0)  {  string[i]=c;  i=i+1;  c = fgetc(fptr1);  n=1;  }  if(n==1)  {  insert(key);  printf("Verbs inserted into hash table!");  }  c = fgetc(fptr1);  }  printf("\nVerbs", string);  display();  getch();  } |  |

1. **ADDITIONAL EXERCISES:**

* 1. Write a C program to collect statistics of a source file and display total number of blank lines, total number of lines ending with semicolon, total number of blank spaces.
  2. To print five lines of file at a time. The program prompts user to enter the suitable option. When the user presses ‘Q’ the program quits and continues when the user presses ‘C’.

**LAB NO: 2 Date:**

# PRELIMINARY SCANNING APPLICATIONS

**Objectives:**

* To understand basics of scanning process.
* Ability to preprocess the input file so that it becomes suitable for compilation.

**Prerequisites:**

* Knowledge of the C programing language.
* Knowledge of file pointers and string handling functions.

1. **INTRODUCTION**

In this lab, we mainly deal with preprocessing the input file so that it becomes suitable for scanning process. Preprocessing aims at removal of blank spaces, tabs, preprocessor directives, comments from the given input file.

1. **SOLVED EXERCISE:**

**Algorithm:** Removal of single and multiline comments

Step 1: Open the input C file in read mode.

Step 2: Check if the file exists. Display an error message if the file doesn’t exists. Step 3: Open the output file for writing.

Step 4: Read each character from the input file.

Step 5: If the character read is ‘/’

* 1. If next character is ‘/’ then
     1. Continue reading until newline character is encountered.
  2. If the next character is ‘\*’ then
     1. Continue reading until next ‘\*’ is encountered.
     2. Check if the next character is ‘/’ Step 6: Otherwise, write the characters into the output file.

Step 7: Repeat step 4, 5 and 6 until EOF is encountered.

Step 8: Stop

**Program**:

//Program to remove single and multiline comments from a given ‘C’ file.

#include <stdio.h> int main()

{

FILE \*fa, \*fb; int ca, cb; fa = fopen("q4in.c", "r");

if (fa == NULL){

printf("Cannot open file \n"); exit(0); }

fb = fopen("q4out.c", "w"); ca = getc(fa); while (ca != EOF)

{

if(ca==' ')

{

putc(ca,fb); while(ca==' ') ca = getc(fa);

}

if (ca=='/')

{

cb = getc(fa); if (cb == '/')

{

while(ca != '\n') ca = getc(fa);

}

else if (cb == '\*')

{

do

{

while(ca != '\*') ca = getc(fa); ca = getc(fa);

} while (ca != '/');

}

else

{

putc(ca,fb); putc(cb,fb);

}

}

else putc(ca,fb); ca = getc(fa);

}

fclose(fa); fclose(fb); return 0;

}

}

**Sample Input and Output**

/ This is a single line comment

/\* \*\*\*\*\*This is a

\*\*\*\*\*\*Multiline Comment

\*\*\*\* \*/

#include <stdio.h> void main()

{

FILE \*fopen(), \*fp; int c ;

fp = fopen( “prog.c”, “r” ); //Comment

c = getc( fp ) ;

while ( c != EOF )

{

putchar( c ); c = getc ( fp );

} /\*multiline comment \*/

fclose( fp );

}

**Output file after the removal of comments:**

#include <stdio.h> void main(){ FILE \*fopen(), \*fp; int c ; fp = fopen( “prog.c”, “r” ); c = getc( fp ) ;

while ( c != EOF ){ putchar( c ); c = getc ( fp ); }

fclose( fp );

}

1. **LAB EXERCISES:**

Write a ‘C’ program

* 1. That takes a file as input and replaces blank spaces and tabs by single space and writes the output to a file.

|  |  |
| --- | --- |
| Code. | Output. |
| #include <stdio.h>  int main(){  char filename[100];  FILE \*fa, \*fb;  int ca, cb;  printf("Enter the filename to open for reading: \n");  scanf("%s", filename);  fa = fopen(filename, "r");  if (fa == NULL){  printf("Cannot open file \n");  exit(0);  }  //C:\cplus\c files\L1E1nooflines.c  //C:\cplus\write.txt  printf("Enter the filename to open for writing: \n");  scanf("%s", filename);  fb = fopen(filename, "w+"); //comments  if (fb == NULL){  printf("Cannot open file \n");  exit(0);  }  ca = getc(fa);  while (ca != EOF){  if(ca==' ')  {  putc(ca,fb);  while(ca==' ')  ca = getc(fa);  }  putc(ca,fb);  ca = getc(fa);  }  printf("Objective Achieved.");  fclose(fa);  fclose(fb);  return 0;  } | Command Prompt:    Read.txt:    Write.txt: |

* 1. To discard preprocessor directives from the given input ‘C’ file.

|  |  |
| --- | --- |
| Code. | Output. |
| #include <stdio.h>  #include <string.h>  #include <stdbool.h>  bool isPreprocessorDirective(const char \*line){  return line[0]== '#';  }  int main(){  char inFile[100], oFile[100];  //C:\cplus\read.txt  //C:\cplus\write.txt  printf("Enter the Name of the file to remove the preprocessor directive\n");  scanf(" %s", inFile);  printf("Enter the name of the Output file\n");  scanf(" %s", oFile);  FILE \*inputFile=fopen(inFile, "r");  FILE \*outputFile = fopen(oFile, "w");  if(inputFile==NULL || outputFile==NULL){  perror("Error reading the file");  return 1;  }  char line[1000];  while (fgets(line, sizeof(line), inputFile) != NULL) {  if (!isPreprocessorDirective(line)) {  fputs(line, outputFile);  }  }  fclose(inputFile);  fclose(outputFile);  printf("Preprocessor directives discarded successfully!\n");  return 0;  } | Command Prompt:    Read.txt:    Write.txt: |

* 1. That takes C program as input, recognizes all the keywords and prints them in upper case.

|  |  |
| --- | --- |
| Code. | Output. |
| #include <stdio.h>  #include <stdlib.h>  #include <stdbool.h>  #include <ctype.h>  #include <string.h>  const char \*keywords[] = {  "auto", "break", "case", "char", "const", "continue", "default", "do",  "double", "else", "enum", "extern", "float", "for", "goto", "if",  "int", "long", "register", "return", "short", "signed", "sizeof", "static",  "struct", "switch", "typedef", "union", "unsigned", "void", "volatile", "while"  };  int main() {  FILE \*inputFile;  char inputFileName[100];  char word[100];  int wordIndex = 0;  bool insideWord = false;  printf("Enter the input file name: ");  scanf("%s", inputFileName);  inputFile = fopen(inputFileName, "r");  if (inputFile == NULL) {  printf("Unable to open the input file.\n");  return 1;  }  int c, i, j;  //C:\cplus\read.txt  while ((c = fgetc(inputFile)) != EOF) {  if (isalnum(c)) {  word[wordIndex++] = (char)c;  insideWord = true;  } else if (insideWord) {  word[wordIndex] = '\0';  for (i = 0; i < sizeof(keywords) / sizeof(keywords[0]); i++) {  if (strcmp(word, keywords[i]) == 0) {    for (j = 0; word[j]; j++) {  word[j] = toupper(word[j]);  }  printf("%s\n", word);  }  }  insideWord = false;  wordIndex = 0;  }  }  fclose(inputFile);  return 0;  } | Command Prompt: |

1. **ADDITIONAL EXERCISES:** 
   1. Write a program to display the function names present in the given input ‘C’ file along with its return type and number of arguments.

**LAB NO: 3 Date :**

# CONSTRUCTION OF TOKEN GENERATOR

**Objectives:**

* To Design a token generator
* To recognize the various lexemes and generate its corresponding tokens.

**Prerequisites:**

* Knowledge of the C programing language.
* Knowledge of file pointers.
* Knowledge of data structures.

**I. INTRODUCTION:**

Fig. 3.1 shows the various phases involved in the process of compilation. The process of compilation starts with the first phase called lexical analysis. The overview of scanning process is shown in Fig. 3.2. A lexical analyzer or scanner is a program that groups sequences of characters in the given input file into lexemes, and outputs (to the syntax analyzer) a sequence of tokens. Here:

* *Tokens*are symbolic names for the entities that make up the text of the program; e.g. if for the keyword if, and id for any identifier. These make up the output of the lexical analyzer.
* A *pattern* is a rule that specifies when a sequence of characters from the input constitutes a token; e.g. the sequence i, f for the token if, and any sequence of alphanumeric starting with a letter for the token id.
* A *lexeme* is a sequence of characters from the input that match a pattern (and hence constitute an instance of a token); for example, if matches the pattern for if, and foo123bar matches the pattern for id.
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## Fig. 3.1 Different Phases of Compiler
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Fig. 3.2. Overview of Scanning Process

This token sequence represents almost all the important information from the input program required by the syntax analyzer. Whitespace (newlines, spaces and tabs), although often important in separating lexemes, is usually not returned as a token. Also, when outputting an id or literal token, the lexical analyzer must also return the value of the matched lexeme (shown in parentheses) or else this information would be lost.

The main task of Lexical Analyser is to generate tokens. Lexical Analyzer uses getNextToken( ) to extract each lexeme from the given source file and generate corresponding token one at a time. For each identified token an entry is made in the symbol table. If entry is already found in the table, then it returns the pointer to the symbol table entry for that token.The getNextToken ( ) returns a structure of the following format.

struct token

{ char token\_name [ ]; int index; unsigned int row,col; //Line numbers.

char type[ ];

}

|  |  |
| --- | --- |
| 1. | main() |
| 2. | { |
| 3. | int a,b,sum; |
| 4. | a = 1; |
| 5. | b = 1; |
| 6. | sum = a + b; |
| 7. | } |

Input

## Program 3.1

Sample Output file for the *factorial* function in Program 3.1

<id,1,1, ><(,1,5><),1,6>

<{,2,1>

<int,3,1><id,3,5 ><**,**,3,6><id,3,7 ><**,**,3,8><id,3,9 ><**;**,3,12>

<id,4,1><=,4,3 ><num,4,5><**;**,4,6 >

<id,5,1 ><=,5,3><num,5,5><**;**,5,6 >

<id,6,1><=,6,4><id,6,5><+,6,6><id,6,7><;,6,8> <},7,1>

**II. SOLVED EXERCISE:**

Write a program in ‘C’ to identify the arithmetic and relational operators from the given input

‘C’ file.

**Algorithm:** Identification of arithmetic and relational operators from the given input file.

Step 1: Open the input ‘C’ file.

Step 2: Check if the file exists. Display an error message if the file doesn’t exists.

Step 3: Read each character from the input file.

Step 4: If character read is ‘=’ add it to the buffer.

1. If the next character is ‘=’ display it as relational operator.
2. Otherwise, display it as assignment operator.

Step 5: Otherwise, check if the next character is ‘<’ or ‘>’ or ‘!’

1. Add it to the buffer.
2. If next character is ‘=’ display It as Less Than Equal (LTE), Greater Than Equal (GTE) or NotEqualsTo (NE).
3. Otherwise, display it as Less Than (LT), Greater Than (GT). Else

Step 6: Repeat step 3, 4 and 5 until EOF is encountered.

Step 7: Stop.

**Program**:

#include<stdio.h>

#include<string.h> #include<stdlib.h> int main()

{ char c,buf[10];

FILE \*fp=fopen("digit.c","r"); c = fgetc(fp); if (fp == NULL)

{

printf("Cannot open file \n");

exit(0);

}

while(c!=EOF)

{

int i=0;

buf[0]='\0'; if(c=='=')

{ buf[i++]=c; c = fgetc(fp); if(c=='=')

{

buf[i++]=c; buf[i]='\0';

printf("\n Relational operator : %s",buf);

} else { buf[i]='\0'; printf("\n Assignment operator: %s",buf);

}

} else { if(c=='<'||c=='>'||c=='!')

{ buf[i++]=c; c = fgetc(fp); if(c=='=')

{

buf[i++]=c;

} buf[i]='\0'; printf("\n Relational operator : %s",buf);

} else

{ buf[i]='\0';

}

}

c = fgetc(fp);

} }

**III. LAB EXERCISES:**

1. Design a lexical analyzer which contains getNextToken( ) for a simple C program to create a structure of token each time and return, which includes row number, column number and token type. The tokens to be identified are arithmetic operators, relational operators, logical operators, special symbols, keywords, numerical constants, string literals and identifiers. Also, getNextToken() should ignore all the tokens when encountered inside single line or multiline comment or inside string literal. Preprocessor directive should also be stripped.

|  |  |
| --- | --- |
| #include <stdio.h>  #include <stdbool.h>  #include <stdlib.h>  #include <string.h>  #include <ctype.h>  #define MAX\_TOKEN\_LENGTH 100  enum TokenType {  KEYWORD,  ARITHMETIC\_OPERATOR,  RELATIONAL\_OPERATOR,  LOGICAL\_OPERATOR,  SPECIAL\_SYMBOL,  NUMERICAL\_CONSTANT,  STRING\_LITERAL,  IDENTIFIER  };  bool isKeyword(char\* str) { int i;  char\* keywords[] = {"if", "else", "while", "int", "char", "return"};  int numKeywords = sizeof(keywords) / sizeof(keywords[0]);  for (i = 0; i < numKeywords; i++) {  if (strcmp(str, keywords[i]) == 0) {  return true;  }  }  return false;  }  void printToken(int line, int column, char\* lexeme, enum TokenType type) {  char\* typeStr;  switch (type) {  case KEYWORD:  typeStr = "Keyword";  break;  case ARITHMETIC\_OPERATOR:  typeStr = "Arithmetic Operator";  break;  case RELATIONAL\_OPERATOR:  typeStr = "Relational Operator";  break;  case LOGICAL\_OPERATOR:  typeStr = "Logical Operator";  break;  case SPECIAL\_SYMBOL:  typeStr = "Special Symbol";  break;  case NUMERICAL\_CONSTANT:  typeStr = "Numerical Constant";  break;  case STRING\_LITERAL:  typeStr = "String Literal";  break;  case IDENTIFIER:  typeStr = "Identifier";  break;  default:  typeStr = "Unknown";  break;  }  if(column<0)  {  column=column\*-1;  }  printf("Line %d, Column %d: %s - %s\n", line, column, lexeme, typeStr);  }  void tokenizeCCode(FILE\* file) {  int c;  int line = 1;  int column = 0;  char lexeme[MAX\_TOKEN\_LENGTH];  int lexemeLength = 0;  enum TokenType currentTokenType = IDENTIFIER;  while ((c = fgetc(file)) != EOF) {  column++;  if (c == '\n') {  line++;  column = 0;  }  if (c == '/') {  int nextChar = fgetc(file);  column++;  if (nextChar == '/') {  while ((c = fgetc(file)) != EOF && c != '\n') {  column++;  }  if (c == '\n') {  line++;  column = 0;  }  continue;  } else if (nextChar == '\*') {  int prevChar = ' ';  while ((c = fgetc(file)) != EOF) {  column++;  if (prevChar == '\*' && c == '/') {  break;  }  prevChar = c;  if (c == '\n') {  line++;  column = 0;  }  }  continue;  } else {  ungetc(nextChar, file);  c = '/';  column--;  }  }  // ppd  if (c == '#') {  while ((c = fgetc(file)) != EOF && c != '\n') {  column++;  }  if (c == '\n') {  line++;  column = 0;  }  continue;  }  if (c == '"') {  lexeme[lexemeLength++] = '"';  while ((c = fgetc(file)) != EOF) {  lexeme[lexemeLength++] = c;  if (c == '"') {  break;  }  if (c == '\n') {  line++;  column = 0;  }  }  lexeme[lexemeLength] = '\0';  printToken(line, column - lexemeLength, lexeme, STRING\_LITERAL);  lexemeLength = 0;  continue;  }  if (isalpha(c) || c == '\_') {  lexeme[lexemeLength++] = c;  while ((c = fgetc(file)) != EOF && (isalnum(c) || c == '\_')) {  lexeme[lexemeLength++] = c;  }  lexeme[lexemeLength] = '\0';  currentTokenType = isKeyword(lexeme) ? KEYWORD : IDENTIFIER;  printToken(line, column - lexemeLength, lexeme, currentTokenType);  lexemeLength = 0;  ungetc(c, file);  continue;  }  if (isdigit(c)) {  lexeme[lexemeLength++] = c;  while ((c = fgetc(file)) != EOF && (isdigit(c) || c == '.')) {  lexeme[lexemeLength++] = c;  }  lexeme[lexemeLength] = '\0';  printToken(line, column - lexemeLength, lexeme, NUMERICAL\_CONSTANT);  lexemeLength = 0;  ungetc(c, file);  continue;  }  if (strchr("+-\*/<>=!&|(),;{}[]", c)) {  lexeme[lexemeLength++] = c;  lexeme[lexemeLength] = '\0';  printToken(line, column - lexemeLength, lexeme, SPECIAL\_SYMBOL);  lexemeLength = 0;  continue;  }  }  }  int main() {  FILE\* file; char filename[100];  printf("Enter file name: ");  scanf("%s", filename);  file = fopen(filename, "r");  //C:\cplus\read.txt  if (file == NULL) {  printf("Failed to open input file.\n");  return 1;  }  tokenizeCCode(file);  fclose(file);  return 0;  } |  |

**IV. ADDITIONAL EXERCISES:**

1. Design a Lexical Analyzer to generate tokens for a simple arithmetic calculator.
2. Design a lexical Analyzer to generate tokens for functions and structures in ‘C’ .

**LAB NO: 4 Date:**

# CONSTRUCTION OF SYMBOL TABLE

**Objectives:**

* To Design a Lexical analyzer.
* To recognize the various lexemes and generate its corresponding tokens.
* To store the tokens in the symbol table.

**Prerequisites:**

* Knowledge of the C programing language.
* Knowledge of file pointers.
* Knowledge of data structures.

**I. SYMBOL TABLE MANAGEMENT:**

A symbol table is a data structure containing all the identifiers (i.e. names of variables, procedures etc.) of a source program together with all the attributes of each identifier.

For variables, typical attributes include:

* Variable name
* Variable type
* Size of memory it occupies  Its scope.
* Arguments
* Number of arguments
* Return type

An entry is made in the symbol table during lexical analysis phase and it is updated during syntax and semantic analysis phases. Hash table is used for the implementation of symbol table due to fast look up capability.

**Structure of symbol table:**

There are two types of symbol table

* *Global Symbol table*: Contains entry for each function.
* *Local symbol table*: Created for each functions. It stores identifier details used inside the function.

Structure of symbol table is as follows:

struct node

{

char lexeme[20]; int size; char type[ ]; char scope;

} symbol;

Note: Following code is for reference. /\*

This a program that implements the Symbol Table using Linked Lists.

It uses Open Hashing...

The entire implementation done with the functions Search, Insert, Hash Display function displays the whole symbol table.

\*/

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#define TableLength 30

enum tokenType { EOFILE=-1, LESS\_THAN,

LESS\_THAN\_OR\_EQUAL,GREATER\_THAN,GREATER\_THAN\_OR\_EQUAL, EQUAL,NOT\_EQUAL};

struct token

{

char \*lexeme; int index; unsigned int rowno,colno; //row number, column number.

enum tokenType type;

}; struct ListElement{ struct token tok; struct ListElement \*next;

};

struct ListElement \*TABLE[TableLength]; void Initialize(){

for(int i=0;i<TableLength;i++){

TABLE[i] = NULL;

}

} void Display(){

//iterate through the linked list and display

} int HASH(char \*str){

//Develop an OpenHash function on a string.

}

int SEARCH(char \*str){

//Write a search routine to check whether a lexeme exists in the Symbol table.

//Returns 1, if lexeme is found

//else returns 0

} void INSERT(struct token tk){

if(SEARCH(tk.lexeme)==1){ return; // Before inserting we check if the element is present already.

}

int val = HASH(tk.lexeme);

struct ListElement\* cur = (struct ListElement\*)malloc(sizeof(struct ListElement));

cur->tok = tk; cur->next = NULL; if(TABLE[val]==NULL){

TABLE[val] = cur; // No collosion.

}

else{

struct ListElement \* ele= TABLE[val]; while(ele->next!=NULL){

ele = ele->next; // Add the element at the End in the case of a

//collision.

}

ele->next = cur;

}}

**Sample input program:**  int sum(int a, int b)

{ int s=a+b; return s;

}

bool search(int \*arr,int key)

{

int i; for(i=0;i<10;i++){ if(arr[i]==key) return true; else return false;

}

}

void main()

{

int a[20],i,sum; bool status;

printf("Enter array elements:"); for(i=0;i<10;++i) scanf("%d",&a[i]); sum=a[0]+a[4]; status=search(a,sum); printf("%d",status);

}

**Global Symbol table:**

|  |  |  |  |
| --- | --- | --- | --- |
| **SlNo** | **LexemeName** | **TokenType** | **Ptr to SymTab entry** |
| 1 | main | Func | 24088 |
| 2 | search | Func | 34972 |
| 3 | sum | Func | 18644 |

**Local symbol Table**

A. Main B. search

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  |  | | --- | --- | --- | --- | |  | **Lex\_Name** | **Type** | **Size** | | **1** | a | int | 4 | | **2** | i | int | 4 | | **3** | sum | int | 4 | | **4** | status | bool | 1 | | |  |  |  |  | | --- | --- | --- | --- | |  | **LexemeName** | **Type** | **Size** | | **1** | i | int | 4 | |  | C. sum |  |  | |  | **LexemeName** | **Type** | **Size** | | **1** | s | int | 4 | |

1. **LAB EXERCISE:** 
   1. Using getNextToken( ) implemented in Lab No 3,design a Lexical Analyser to implement local and global symbol table to store tokens for identifiers using array of structure.

|  |  |
| --- | --- |
| Code | Output |
| #include <iostream>  #include <string.h>  using namespace std;  struct Local{  char lexeme[20];  char type[20];  int size;  };  struct Globalt{  char lexeme[20];  char type[20];  int size;  int ptrToSymb;  };  struct Function{  char Fname[20];  int ptr\_LTable;  };  Globalt globalTable[100];  int Gcount = 0;  Local localTable[100];  int Lcount = 0;  Function functionTable[100];  int Fcount = 0;  int i, k;  int searchG(const char\* lexeme){  for(i=0; i<Gcount; i++){  if(globalTable[i].lexeme==lexeme){  return 1;}  }  return 0;  }  int searchL(const char\* lexeme, int funcIndex){  if(funcIndex>=0 && funcIndex<Fcount){  int a=functionTable[funcIndex].ptr\_LTable;  int b=(funcIndex==Fcount - 1) ? Lcount : functionTable[funcIndex + 1].ptr\_LTable;  for(i=a; i<b; i++) {  if(strcmp(localTable[i].lexeme, lexeme) == 0) {  return 1;}  }  }  return 0; // Symbol not found  }  int global\_id = 501;  void insertGlobalSymbol(const char\* lexeme, const char\* type, int size) {  if (searchG(lexeme) == 0) {  strcpy(globalTable[Gcount].lexeme, lexeme);  strcpy(globalTable[Gcount].type, type);  globalTable[Gcount].size = size;  globalTable[Gcount].ptrToSymb = global\_id;  Gcount++;  global\_id++;  }  }  void insertLocalSymbol(const char\* lexeme, const char\* type, int size, int funcIndex) {  if (funcIndex >= 0 && funcIndex < Fcount) {  int symbolExists = searchL(lexeme, funcIndex);  if (symbolExists == 0) {  strcpy(localTable[Lcount].lexeme, lexeme);  strcpy(localTable[Lcount].type, type);  localTable[Lcount].size = size;  Lcount++;  }  }  }  void displayglobalTable() {  cout << "\n\n\t = = = = = = = = = = GLOBAL SYMBOL TABLE = = = = = = = = = = " << endl;  cout << "| SNo |\t| Lexeme |\t| Type |\t| Ptr to SymTab |" << endl;  for (int i = 0; i < Gcount; i++) {  cout<<" "<<i + 1 <<"\t" << globalTable[i].lexeme << "\t\t Function\t\t" << globalTable[i].ptrToSymb << endl;  }  }  void displaylocalTable(int funcIndex) {  if (funcIndex >= 0 && funcIndex < Fcount) {  cout << "| SN0 |\t| Lexeme |\t\t| Type |\t| Size |" << endl;  for (int i = 0; i < Lcount; i++) {  cout<< " "<<i + 1 << "\t " << localTable[i].lexeme<<"\t\t\t "<<localTable[i].type << "\t\t "<<localTable[i].size << endl;  }  }  }  void updateFunctionTable(const char\* returnType, const char\* functionName){  strcpy(functionTable[Fcount].Fname, functionName);  functionTable[Fcount].ptr\_LTable = Lcount;  Fcount++;  }  int calculateVariableSize(const std::string& dataType) {  if (dataType == "int") {  return sizeof(int);  } else if (dataType == "char") {  return sizeof(char);  } else if (dataType == "float") {  return sizeof(float);  } else if (dataType == "double") {  return sizeof(double);  } else if (dataType == "bool") {  return sizeof(bool);  }  }  struct TokenByFatima {  int row;  int col;  const char\* type;  char value[100];  };  char declare\_types[9][20] = {  "int", "char", "float", "double", "bool",  "short", "long", "void"  };  char keywords[31][20] = {  "int", "if", "bool", "else", "do", "while", "for", "return",  "break", "continue", "switch", "case", "default", "char", "const", "double", "float", "long", "short",  "unsigned", "void", "auto", "extern", "static", "struct", "class", "namespace", "template",  "new", "delete"  };  int lin =1, col =1;  struct TokenByFatima getNextToken(FILE \*fptr) {  int i=0, j, flag;  char c, c1, str[100];  TokenByFatima token;  token.row = 0;  token.col = 0;  token.type= NULL;  token.value[0] = '\0';  c=getc(fptr);  while (c!= EOF){  i=0;  flag=0;  if(c=='/'){  c1=getc(fptr);  if(c1=='/') {  token.row=lin;  token.col=col;  c=fgetc(fptr);  while(c!='\n') {  str[i++]=c;  c=fgetc(fptr);  }  str[i]='\0';  lin++;  strcpy(token.value, str);  token.type="SINGLE LINE COMMENT";  return token;  }  else if (c1 == '\*') {  token.row=lin;  token.col=col;  char prevChar = '\0';  while (!(prevChar == '\*' && c == '/')) {  prevChar=c;  c = fgetc(fptr);  col++;  str[i++]=c;  if (c == '\n') {  lin++;  col=1;  }  }  str[i--];  str[i--];  str[i]='\0';  strcpy(token.value, str);  token.type="MULTILINE COMMENT";  return token;  }  }  if (c=='#') {  token.row=lin;  token.col=col;  c = fgetc(fptr);  while (c != '\n') {  str[i++]=c;  c = fgetc(fptr);  }  str[i]='\0';  lin++;  col=1;  strcpy(token.value, str);  token.type="PREPROCESSOR DIRECTIVES";  return token;  }  if (c == '"') {  token.row=lin;  token.col=col;  c = fgetc(fptr);  while (c != '"'){  str[i++]=c;  c = fgetc(fptr);  col++;  }  col++;  str[i--];  str[i]='\0';  strcpy(token.value, str);  token.type="STRING LITERAL";  return token;  }  if (isalpha(c) || c=='\_') {  token.row=lin;  str[i++]=c;  c=fgetc(fptr);  col++;  while (isalnum(c) && c!=' '){  str[i++]=c;  c=fgetc(fptr);  col++;  }  str[i]='\0';  for (j=0; j<=30; j++) {  if(strcmp(str,keywords[j])==0) {  flag=1;  break;  }  }  string obj1="cout", obj2="cin", obj3="printf", obj4="scanf";  if ((str == obj1) || (str == obj2) || (str == obj3) || (str == obj4)) {  flag = 2;  }  if(flag==1) {  token.type="KEYWORD";  }  else if (flag==2){  token.type="Predefined objects";  }  else{  token.type="IDENTIFIER";  }  token.col=col-i;  strcpy(token.value,str);  ungetc(c,fptr);  return token;  }  if (isdigit(c)){  token.row=lin;  token.type="NUMERIC CONSTANT";  str[i++]=c;  c=fgetc(fptr);  col++;  while(isdigit(c)){  str[i++]=c;  c=fgetc(fptr);  col++;  }  str[i]='\0';  token.col=col-i;  strcpy(token.value,str);  ungetc(c,fptr);  return token;  }  if (c=='&' || c=='|' || c=='!') {  str[i++]=c;  c=fgetc(fptr);  col++;  if (c== '&'||c=='|'){  str[i++]=c;  col++;  str[i]='\0';  }  else if(str[0]=='!'){  str[i]='\0';  ungetc(c,fptr);  }  token.row=lin;  token.col=col-i;  token.type="LOGICAL OPERATOR";  strcpy(token.value,str);  return token;  }  if (c=='+' || c=='-' || c=='\*' || c=='/' || c=='%') {  str[i]=c;  i++;  c = fgetc(fptr);  col++;  if (c=='+'|| c=='-'){  str[i++]=c;  col++;  str[i]='\0';  }  else{  str[i]='\0';  ungetc(c,fptr);  }  token.row = lin;  token.col = col-i;  token.type = "ARITHMETIC OPERATOR";  strcpy(token.value,str);  return token;  }  if (c=='=' || c=='!' || c=='<' || c=='>') {  str[i]=c;  i++;  c = fgetc(fptr);  col++;  if (c=='='){  str[i++]=c;  col++;  str[i]= '\0';  token.type = "RELATIONAL OPERATOR";  }  else if (c=='<' || c=='>'){  str[i++] = c;  col++;  str[i] = '\0';  token.type = "(<<) OPERATOR";  }  else{  str[i] = '\0';  ungetc(c,fptr);  token.type = "RELATIONAL OPERATOR";  }  token.row=lin;  token.col=col-i;  strcpy(token.value,str);  return token;  }  if (c==',' || c==';' || c=='{' || c=='}' || c=='(' || c==')' || c =='[' || c==']' || c=='?' || c=='@'){  token.row=lin;  token.col=col;  str[i++]=c;  str[i]='\0';  token.type="SPECIAL SYMBOL";  strcpy(token.value,str);  col++;  return token;  }  if (c == '\n') {  lin++;  col =1;  }  else {  col++;  }  c = getc(fptr);  }  token.row = lin;  token.col = col;  token.type = NULL;  token.value[0] = '\0';  return token;  }  int main() {  char filename[100];  cout<<"Enter the filename to open for reading: ";  cin>>filename;  FILE \*fptr=fopen(filename, "r");  if (fptr==NULL) {  cout<<"Cannot open file: "<<filename<<endl;  exit(0);  }  string datatype, datatype2;  string returnType;  TokenByFatima token;  while(true) {  int currentFunctionIndex = -1;  token=getNextToken(fptr);  if(token.type==NULL) {  break;  }  else if (token.type=="STRING LITERAL" || token.type=="SINGLE LINE COMMENT" || token.type=="MULTILINE COMMENT" || token.type=="PREPROCESSOR DIRECTIVES"){  continue;  }  else if (token.type=="IDENTIFIER"){  string Gvar=token.value;  token=getNextToken(fptr);  if (strcmp(token.value,"(")==0){  returnType = datatype;  updateFunctionTable(returnType.c\_str(), Gvar.c\_str());  int k,f=0;  for (k=0; k<=10; k++) {  if(datatype==declare\_types[k]){  f=1;  break;  }  }  if (f==1){  int variableSize = calculateVariableSize(datatype);  insertGlobalSymbol(Gvar.c\_str(), datatype.c\_str(), variableSize);  }  else  continue;  while (strcmp(token.value, "{") != 0) {  token=getNextToken(fptr);  }  currentFunctionIndex = Fcount - 1;  cout<<"\n\t = = = = = = = = = = LOCAL TABLE: "<<Gvar<<" = = = = = = = = = = "<<endl;  do{  token=getNextToken(fptr);  if (token.type=="IDENTIFIER"){  int variableSize = calculateVariableSize(datatype2);  string Lvar=token.value;  f=0;  for (k=0; k<=10; k++) {  if(datatype2==declare\_types[k]){  f=1;  break;  }  }  if (f==1){  token=getNextToken(fptr);  while((strcmp(token.value, ",") != 0) && (strcmp(token.value, ";") != 0)){  token=getNextToken(fptr);  }  if(strcmp(token.value, ",") == 0){  insertLocalSymbol(Lvar.c\_str(), datatype2.c\_str(), variableSize, currentFunctionIndex);  }  else if (strcmp(token.value, ";") == 0){  insertLocalSymbol(Lvar.c\_str(), datatype2.c\_str(), variableSize, currentFunctionIndex);  datatype2='\0';  }  }  else  continue;  }  if (token.type=="KEYWORD"){  datatype2=token.value;  }  }while (strcmp(token.value, "}") != 0);  int currentFunctionIndex = Fcount - 1;  displaylocalTable(currentFunctionIndex);  Lcount = 0;  }  }  if (token.type=="KEYWORD"){  datatype=token.value;}  }  displayglobalTable();  fclose(fptr);  return 0;  } |  |

1. **ADDITIONAL EXERCISES:** 
   1. Design a lexical analyser to generate tokens for the C program with “*structure”* construct.
   2. Write a getNextToken ( ) to generate tokens for the perl script given below.

#! /usr/bin/perl

#get total number of arguments passed.

$n = scalar (@\_); $sum = 0; foreach $item(@\_) {

$sum += $item;

}

$average = $sum + $n;

**#!** Represents path which has to be ignored by getNextToken().

**#** followed by any character other than ! represents comments.

**$n** followed by any identifier should be treated as a single token.

**Scalar, foeach** are considered as keywords.

**@\_, +=** are treated as single tokens.

Remaining symbols are tokenized accordingly.

**LAB NO: 5 Date:**

# INTRODUCTION TO FLEX

**Objectives:**

* To implement programs using a Lexical Analyzer tool called FLEX.
* To apply regular expressions in pattern matching under FLEX.

**Prerequisites:**

* Knowledge of the C programing language.
* Knowledge of basic level regular expressions

**I. INTRODUCTION**

FLEX (Fast LEXical analyzer generator) is a tool for generating tokens. Instead of writing a lexical analyzer from scratch, you only need to identify the vocabulary of a certain language, write a specification of patterns using regular expressions (e.g. DIGIT [0-9]), and FLEX will construct a lexical analyzer for you. FLEX is generally used in the manner depicted in Fig. 5.1

Firstly, FLEX reads a specification of a scanner either from an input file \*.flex, or from standard input, and it generates as output a C source file lex.yy.c. Then, lex.yy.c is compiled and linked with the flex library (using -lfl) to produce an executable a.out. Finally, a.out analyzes its input stream and transforms it into a sequence of tokens.

* \*.l is in the form of pairs of regular expressions and C code.  lex.yy.c defines a routine yylex() that uses the specification to recognize tokens.
* a.out is actually the scanner.

The various steps involved in generating Lexical Analyzer using Flex is shown in Fig. 5.1
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Fig. 5.1 Steps involved in generating Lexical Analyzer using Flex

**Regular Expressions and Scanning**

Scanners generally work by looking for patterns of characters in the input. For example, in a C program, an integer constant is a string of one or more digits, a variable name is a letter or an underscore followed by zero or more letters, underscores or digits, and the various operators are single characters or pairs of characters. A straightforward way to describe these patterns is regular expressions, often shortened to regex or regexp. A flex program basically consists of a list of regexps with instructions about what to do when the input matches any of them, known as actions. A flex-generated scanner reads through its input, matching the input against all of the regexps and doing the appropriate action on each match. Flex translates all of the regexps into an efficient internal form that lets it match the input against all the patterns simultaneously.

**The general format of Flex source program is:**

The structure of Flex program has three sections as follows:

%{ definitions%}

%%

rules

%%

user subroutines

**Definition section:** Declaration of variables and constants can be done in this section. This section introduces any initial C program code we want to get copied into the final program. This is especially important if, for example, we have header files that must be included for code later in the file to work. We surround the C code with the special delimiters "%{"and "%}." Lex copies the material between "%{" and "%}" directly to the generated C file, so we may write any valid C code here.

The %% marks the end of this section.

**Rule section:** Each rule is made up of two parts: a pattern and an action, separated by whitespace. The lexer that lex generates will execute the action when it recognizes the pattern. These patterns are UNIX style regular expressions. Each pattern is at the beginning of a line (since flex considers any line that starts with whitespace to be code to be copied into the generated C program.), followed by the C code to execute when the pattern matches. The C code can be one statement or possibly a multiline block in braces, { }. If more than one rule matches the input, the longer match is taken. If two matches are the same length, the earlier one in the list is taken.

**User Subroutines section**: This is the final section which consists of any legal C code. This section has functions namely main( ) and yywrap( ).

 The function yylex( ) is defined in lex.yy.c file and is called from main( ). Unless the actions contain explicit return statements, yylex() won't return until it has processed the entire input. The function yywrap( ) is called when EOF is encountered. If this function returns 1, the parsing stops. If the function returns 0, then the scanner continues scanning.

**Sample Flex program**

%{

int chars = 0; int words = 0; int lines = 0;

%}

%%

[a-zA-Z]+ { words++; chars += strlen(yytext); }

\n { chars++; lines++; }

**.** { chars++; }

%%

main(int argc, char \*\*argv)

{

yylex(); printf("%d%d%d\n", lines, words, chars); }

int yywrap() { return 1;

}

In this program, the definition section contains the declaration for character, word and line counts. The rule section consists of only three patterns. The first one, [azA-Z]+, matches a word. The characters in brackets, known as a character class, match any single upper- or lowercase letter, and the + sign means to match one or more of the preceding thing, which here means a string of letters or a word. The action code updates the number of words and characters seen. In any flex action, the variable yytext is set to point to the input text that the pattern just matched. The second pattern, \n, just matches a new line. The action updates the number of lines and characters. The final pattern is a dot, which is regex that matches any character. The action updates the number of characters. The end of the rules section is delimited by another %%.

**Handling ambiguous patterns**

Most flex programs are quite ambiguous, with multiple patterns that can match the same input. Flex resolves the ambiguity with two simple rules:

* Match the longest possible string every time the scanner matches input.
* In the case of a tie, use the pattern that appears first in the program.

These turn out to do the right thing in the vast majority of cases. Consider this snippet from a scanner for C source code:

"+" { return ADD; }

"=" { return ASSIGN; }

"+=" { return ASSIGNADD; }

"if" { return KEYWORDIF; }

"else" { return KEYWORDELSE; }

[a-zA-Z\_][a-zA-Z0-9\_]\* { return IDENTIFIER; }

For the first three patterns, the string += is matched as one token, since += is longer than +. For the last three patterns, as long as the patterns for keywords precede the pattern that matches an identifier, the scanner will match keywords correctly. A list of various variables and functions available in Flex are given in Table 5.1

Table 5.1 Variables and functions available by default in Flex

|  |  |
| --- | --- |
| **yytext** | When the lexical analyzer matches or recognizes the token from the input, then the lexeme is stored in a null terminated string called *yytext*. It is an array of pointer to char where *lex* places the current token’s lexeme. The string is automatically null terminated. |
| **yyleng** | Stores the length or number of characters in the input string. The value of yyleng is same as strlen( ) functions. In other words it is a integer that holds strlen(yytext). |
| **yyval** | This variables returns the value associated with token. |
| **yyin** | Points to the input file. |
| **yyout** | Points to the output file. |
| **yylex( )** | The function that starts the analysis process. It is automatically generated by Lex. |
| **yywrap ( )** | This function is called when EOF is encountered. If this function returns 1, the parsing stops. If the function returns 0, then the scanner continues scanning. |

Table 8.2 Regular Definitions in FLEX

|  |  |
| --- | --- |
| **Reg Exp** | **Description** |
| **x** | Matches the character x. |
| **[xyz]** | Any characters amongst x, y or z. You may use a dash for character intervals: [a-z] denotes any letter from a through z. You may use a leading hat to negate the class: [0-9] stands for any character which is not a decimal digit, including new-line. |
| **"string"** | "..." Anything within the quotation marks is treated literally |
| **<<EOF>>** | Match the end-of-file. |
| **[a,b,c]** | matches a, b or c |
| **[a-f]** | matches either a,b,c,d,e, or f in the range a to f |
| **[0-9]** | matches any digit |
| **X+** | matches one or more occurrences of X |
| **X\*** | matches zero or more occurrences of X |
| **[0-9]+** | matches any integer |
| **( )** | grouping an expression into a single unit |
| **|** | alternation ( or) |
| **(a | b | c) \*** | equivalent to [a-c]\* |
| **X?** | X is optional (zero or one occurrence) |
| **[A-Za-z]** | matches any alphabetical character |
| **.** | matches any character except newline |
| **\ .** | matches the **.** character |
| **\n** | matches the newline character. |
| **\t** | matches the tab character |
| **[^a-d]** | matches any character other than a,b,c and d. |

The basic operators to make more complex regular expressions are, with r and s being two regular expressions:

* **(r)** : Match an r; parentheses are used to override precedence.
* **rs** : Match the regular expression r followed by the regular expression s.

This is called concatenation.

* **r|s** : Match either an r or an s. This is called alternation.
* **{abbreviation}**:Match the expansion of the abbreviation definition.

Instead of writing regular expression.

**Example for abbreviation:**

%%

[a-zA-Z\_][a-zA-Z0-9\_]\* return IDENTIFIER;

%%

We may write

id [a-zA-Z\_][a-zA-Z0-9\_]\*

%%

{id} return IDENTIFIER;

%%

* **r/s:** Matchan r but only if it is followed by an s. The text matched by s is included when determining whether this rule is the longest match, but is then returned to the input before the action is executed. So the action only sees the text matched by r. This type of pattern is called trailing context.
* **^r :** Matchan r, but only at the beginning of a line (i.e., which just starting to scan, or right after a newline has been scanned).
* **r$ :** Matchan r, but only at the end of a line (i.e., just before a newline).

**1. SOLVED EXERCISE:**

Write a Flex program to recognize identifiers.

**Program:**

{% #include<stdio.h>

%}

%%

[a-zA-Z\_][a-zA-Z0-9\_]\* printf(" Identifier");

%%

int yywrap() { return 1;}

int main() {

char stat[20];

printf("Enter the valid C statement"); scanf("%s,stat);

}

**Installing FLEX:**

Steps to download, compile, and install are as follows. Note: Replace 2.5.33 with your version number:

**Downloading Flex (The fast lexical analyzer):**

* **Run the command below,**

wget <http://prdownloads.sourceforge.net/flex/flex>

2.5.33.tar.gz?download

|  |  |
| --- | --- |
|  | **Extracting files from the downloaded package:** |

tar -xvzf flex-2.5.33.tar.gz

* **Now, enter the directory where the package is extracted.**

|  |  |
| --- | --- |
|  | cd flex-2.5.33 |
|  | **Configuring flex before installation:** |

If you haven't installed m4 yet then please do so. Click [here](http://www.techsww.com/tutorials/operating_systems/linux/tools/installing_m4_macro_processor_ubuntu_linux.php) to read about the installation instructions for m4. Run the commands below to include m4 in your PATH variable.

PATH=$PATH:/usr/local/m4/bin/

**NOTE:** Replace '/usr/local/m4/bin' with the location of m4 binary. Now, configure the source code before installation.

./configure --prefix=/usr/local/flex

Replace "/usr/local/flex" above with the directory path where you want to copy the files and folders. Note: check for any error message.

**Compiling flex:**

make

Note: check for any error message.

**Installing flex:**

As root (for privileges on destination directory), run the following.

With sudo,

sudo make install

Without sudo,

make install

Note: check for any error messages.

Flex has been successfully installed.

**Steps to execute:**

1. Type Flex program and save it using .l extension.
2. Compile the flex code using

**$ flex filename.l**

1. Compile the generated C file using

**$ gcc lex.yy.c - o output**

1. This gives an executable output.out
2. Run the executable using **$ ./output**

**h**

1. **LAB EXERCISES**

**Write a FLEX program to**

* 1. Count the number of vowels and consonants in the given input.

|  |  |
| --- | --- |
| Code | Output |
| %{  int vcount = 0;  int ccount = 0;  %}  %%  [AaeEiIoOuU] {printf("%s vowel\n", yytext);  ccount++;}  [bcdfghjklmnpqrstvwxyzBCDFGHJKLMNPQRSTVWXYZ] {printf("%s consonant\n", yytext);}  \n {return 0;}  %%  int yywrap(){}  int main(){  yylex();  printf("\nNumber of vowel letters "  "in the given input - %d\n", vcount);  printf("\nNumber of consonant letters "  "in the given input - %d\n", ccount);  return 0;  } |  |

* 1. Count the number of words, characters, blanks and lines in a given text.

|  |  |
| --- | --- |
| Code | Output |
| %{  int wordCount = 0;  int charCount = 0;  int blankCount = 0;  int lineCount = 0;  %}  %%  [a-zA-Y]+ { wordCount++; charCount += yyleng; }  " " { blankCount++; charCount++; }  \n { lineCount++; charCount++; }  . { charCount++; }  %%  int yywrap(){}  int main(){  yylex();  printf("Word count: %d\n", wordCount);  printf("Character count: %d\n", charCount);  printf("Blank count: %d\n", blankCount);  printf("Line count: %d\n", lineCount);  return 0;  } |  |

* 1. Find the number of positive integer, negative integer, positive floating positive number and negative floating point number

|  |  |
| --- | --- |
| Code | Output |
| %{  int positiveIntCount = 0;  int negativeIntCount = 0;  int positiveFloatCount = 0;  int negativeFloatCount = 0;  %}  %%  [-+]?[0-9]+ { if (atoi(yytext) > 0) positiveIntCount++; else if (atoi(yytext) < 0) negativeIntCount++; }  [-+]?[0-9]\*\.[0-9]+ { if (atof(yytext) > 0) positiveFloatCount++; else if (atof(yytext) < 0) negativeFloatCount++; }  [^0-9\n] ;  %%  int yywrap(){}  int main(){  yylex();  printf("Positive Integers: %d\nNegative Integers: %d\n", positiveIntCount, negativeIntCount);  printf("Positive Floating-point Numbers: %d\nNegative Floating-point Numbers: %d\n", positiveFloatCount, negativeFloatCount);  return 0;  } |  |

* 1. That changes a number from decimal to hexadecimal notation.

|  |  |
| --- | --- |
| Code | Output |
| %{  #include <stdio.h>  %}  %%  [0-9]+ { printf("%X\n", atoi(yytext)); }  .|\n ;  %%  int yywrap(){}  int main() {  printf("Enter a decimal number: ");  yylex();  return 0;  } |  |

* 1. Convert uppercase characters to lowercase characters of C file excluding the characters present in the comment.

|  |  |
| --- | --- |
| Code | Output |
| %{  #include <stdio.h>  int insideComment = 0;  %}  %x COMMENT  %%  "/\*" { BEGIN(COMMENT); insideComment = 1; }  <COMMENT>"\*/" { BEGIN(INITIAL); insideComment = 0; }  <COMMENT>. ; /\* Ignore characters inside comments \*/  [A-Z] { if (!insideComment) printf("%c", yytext[0] + 32); }  .|\n { if (!insideComment) printf("%s", yytext); }  %%  int main() {  yylex();  return 0;  } | File before:    After: |

1. **ADDITONAL EXERCISES:**
2. Generate tokens for a simple C program. (Tokens to be considered are: Keywords, Identifiers, Special Symbols, arithmetic operators and logical operators)
3. Write a FLEX program to identify verb, noun and pronoun.

**LAB NO: 6 Date:**

# RECURSIVE DESCENT PARSER

**Objective:**

* To understand implementation of recursive descent parser (RD) for simple grammars.

**Prerequisites:**

* Knowledge of top down parsing.
* Knowledge on removal of left recursion from the grammar.
* Knowledge on performing left factoring on the grammar.
* Understanding about computation of first and follow.

1. **TOP DOWN PARSERS:**

Syntax analysis is the second phase of the compiler. Output of lexical analyzer – tokens and symbol table are taken as input to the syntax analyzer. Syntax analyzer is also called as parser. Top Down parsers come in two forms

* + - Backtracking parsers
    - Predictive parsers

Predictive parsers are categorized into

* + - Recursive Descent parsers
    - Table driven or LL (1) parsers

**RECURSIVE DESCENT PARSERS:**

Recursive descent is a top-down parsing technique that constructs the parse tree from the top and the input is read from left to right. It uses procedures for every terminal and non-terminal entity. This parsing technique recursively parses the input to make a parse tree, which may or may not require back-tracking. But the grammar associated with it (if not left factored) cannot avoid back-tracking. A form of recursive-descent parsing that does not require any back-tracking is known as predictive parsing.

1. **SOLVED EXERCISE:**

/\*

* 1. --> TEprime
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T --> FT'

T' --> \*FT' / ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABYAAAAaCAYAAACzdqxAAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAALiMAAC4jAXilP3YAAAFQSURBVEhLtZZBLgRBFIabvYjYTixYWpCwnNghcQInmROwcAFrS24wNjZiwwFsEBGxY+EC/F9XveRN06nSVb7kS1V3Zl6/V/O6apr/Yi6OuazKXbkit7jhuJIv8lY+cSOHQ3knvzKdpDLekCdyv70KPMoLeSM/uSFGckfuyTW5KXs5kB/SsniQY5mC7/VC6b60qVyWRVC+z5S1rYL/kXhAcaYwkRYUuS6GzPwSFGU7H0eg8ZfCtOVcvofp3/F9zNpuh2kL/UqL5XImSWYGSvZrO8SZ/rWMafzrMG25lEdhms29/LF01bvBfrzFOBrsUkVY4O4W+BrHwfh2q4oF7m7M63EcjAV+jqPBRlQFAvmuqLb5AG+ZD34sc0hWx0viA1vw3zLnUPXnYLK67slhcoKYfgdEKuVBSfjQqewG8PIA3s7eZcg5pRfCtOVNZvxnaJpvof92pBuHZWAAAAAASUVORK5CYII=)

* 1. --> (E) / i

\*/

#include <stdio.h>

#include <stdlib.h> #include <string.h> int curr = 0; char str[100];

// ------------------------------------------------------------------------------------------------------

----------------- void E(); void Eprime(); void T(); void Tprime(); void F();

// ----------------------------------------------------------------------------------------------------------------------

void invalid()

{

printf("-----------------ERROR!----------------\n");

exit(0);

}

void valid()

{

printf("----------------SUCCESS!---------------\n");

exit(0);

}

// ------------------------------------------------------------------------------------------------------

----------------- void E()

{

T();

Eprime();

}

// ------------------------------------------------------------------------------------------------------

----------------- void Eprime()

{

if(str[curr] == '+')

{

curr++;

T();

Eprime();

}

}

// ------------------------------------------------------------------------------------------------------

----------------- void T()

{

F();

Tprime();

}

// ------------------------------------------------------------------------------------------------------

----------------- void Tprime()

{

if(str[curr] == '\*')

{

curr++;

F();

Tprime();

}

}

// ------------------------------------------------------------------------------------------------------

----------------- void F()

{

if(str[curr] == '(')

{

curr++; E();

if(str[curr] == ')')

{

curr++;

return;

}

else invalid();

}

else if(str[curr] == 'i')

{

curr++; return; }

else invalid();

}

// ----------------------------------------------------------------------------------------------------------------------

int main()

{

printf("Enter String: ");

scanf("%s", str);

E();

if(str[curr] == '$')

valid();

else

// printf("%c\n", str[curr]);

invalid();

}

**Sample input and Output:**

Enter string: i+i$

SUCCESS

**III. LAB EXERCISES:**

Write a recursive descent parser for the following simple grammars.

1. Sa | > | ( T ) TT, S|S
2. SUVW
   1. (S) | aSb | d
   2.  aV | ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAaCAYAAABctMd+AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAALiMAAC4jAXilP3YAAAFISURBVEhLvZYxUgIxFIZXqa1gxt4LWFiKF+ACcgNvYEPtFTyBBUfQxspK4QZIYWEHV4D/S7LyDLhZSPCb+SbZJfv2bSYvoTomJ6E9hEt55ruObzn33f25kHfyQ64afJaM68okDHqQcZClJFCt/W0mk/DpBLEBeRH3d9GXj/LeXTUwlDYbpoOpyYYMbOCxbDWHKQhip4KMiwQGsrRZ8xVFiKeDVVCMOOuBPBhboayET9/94Sa0bXkL7RZUlc16X1kEv7CZMyW3vuuYyIXvtmIqR767DSVrM8lefjZzAlpydkzHaWjjveIltFnUwe2+XIw6eEyRcv+XOYe4gLKqEzqhhXNpK7Inn3w3H8rfbrWYOlF4hjEcLEni0wfZGbnPjolMFwHtuUl1t4KH42r9S8Zxpu48/ppWBC+5llfuasOr/JLvsuF/SlWtAWeMc2dvPUH4AAAAAElFTkSuQmCC)
   3.  cW | ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAaCAYAAABctMd+AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAALiMAAC4jAXilP3YAAAFKSURBVEhLtZa9TQNBEEbP0IAlOiBDQrJETA6iAlyBO6ADWnANNIAEOThxRI4tAovQCQXA99gdNHcc3Nzfkz7N6m49Ozc7s+tiTCbZtuFKOpXOpCkPMlvpTVpJTzyIciwtpb30GRDzjqRGbqSq0ztpIZ07Me9Bsvf/wspM8k5vpaaI+MpZGtaDg7VkTon8WhoE8usjZhMHAUfeMbkcBNLhNy+86xGIcpSo4VXyztn5zvgOJdf3afjDY7ZRLrP9BTXso24rSreEj5zuukjDb+bSLg1DfEgvaZjwzlnd0+VQK3GQbbXcNtn2wpyfZGtQNb0x56NCPfudpzMHxTtHvRoIDrMF8s71ZbxLz2nYH85rHzmpiURPpYW+0q4pE1XDFVYHz+1epbsbqd5AfhEWRnXvW52epKjOiYnFiJp5f573TS3OD6sNFvxPUhRfzlh6US8KkmQAAAAASUVORK5CYII=)

1. SaAcBe AAb|b

Bd

1. S (L) | a L  L,S | S

# IV. 6)

**III. LAB EXERCISES:**

Write a recursive descent parser for the following simple grammars.

III. LAB EXERCISES:

Write a recursive descent parser for the following simple grammars.

1. S → a | > | ( T ) TT,

S|S

|  |  |
| --- | --- |
| Code | Output |
| #include <stdio.h> void S(char \*\*input); void T(char \*\*input); void S(char \*\*input) { if (\*\*input == 'a' || \*\*input == '>' || \*\*input == '(') {  (\*input)++; } else { printf("Error: Invalid token '%c'\n", \*\*input); return;  }  }  void T(char \*\*input) { while (\*\*input == ',') {  (\*input)++;  S(input);  }  }  int main() { char input[100]; printf("Enter a string: "); fgets(input, sizeof(input), stdin); char \*newline = strchr(input, '\n'); if (newline != NULL) {  \*newline = '\0';  } | A black screen with white text  Description automatically generated |
| char \*input\_ptr = input; // Create a pointer to the input string S(&input\_ptr); if (\*input\_ptr == '\0') { printf("String is valid\n");  } else { printf("Error: Unexpected character at the end\n");  }  return 0;  } |  |

1. S → UVW
2. → (S) | aSb | d
3. → aV | ε
4. → cW | ε

|  |  |
| --- | --- |
| Code | Output |
| #include <stdio.h> void S(char \*\*input); void U(char \*\*input); void V(char \*\*input); void W(char \*\*input); void S(char \*\*input) {  U(input);  V(input);  W(input);  }  void U(char \*\*input) { if (\*\*input == '(') {  (\*input)++; S(input); if (\*\*input == ')') {  (\*input)++; } else { printf("Error: Missing closing parenthesis\n"); | A screenshot of a computer  Description automatically generated |

|  |  |
| --- | --- |
| return;  }  } else if (\*\*input == 'a') {  (\*input)++; S(input); if (\*\*input == 'b') {  (\*input)++; } else { printf("Error: Expected 'b' after 'aS'\n"); return;  }  } else if (\*\*input == 'd') {  (\*input)++; } else { printf("Error: Invalid token '%c'\n", \*\*input); return;  }  }  void V(char \*\*input) { if (\*\*input == 'a') {  (\*input)++;  V(input);  }  }  void W(char \*\*input) { if (\*\*input == 'c') {  (\*input)++;  W(input);  }  }  int main() { char input[100]; printf("Enter a string: "); fgets(input, sizeof(input), stdin); char \*newline = strchr(input, '\n'); if (newline != NULL) {  \*newline = '\0';  } |  |
| char \*input\_ptr = input; S(&input\_ptr); if (\*input\_ptr == '\0') { printf("String is valid\n");  } else { printf("Error: Unexpected character at the end\n");  }  return 0;  } |  |

1. S → aAcBe A → Ab|b B → d

|  |  |
| --- | --- |
| Code | Output |
| #include <stdio.h> void S(char \*\*input); void U(char \*\*input); void V(char \*\*input); void W(char \*\*input); void S(char \*\*input) {  U(input);  V(input);  W(input);  }  void U(char \*\*input) { if (\*\*input == '(') {  (\*input)++; S(input); if (\*\*input == ')') {  (\*input)++; } else { printf("Error: Missing closing parenthesis\n"); return;  }  } else if (\*\*input == 'a') { |  |

|  |  |
| --- | --- |
| (\*input)++; S(input); if (\*\*input == 'b') {  (\*input)++; } else { printf("Error: Expected 'b' after 'aS'\n"); return;  }  } else if (\*\*input == 'd') {  (\*input)++; } else { printf("Error: Invalid token '%c'\n", \*\*input); return;  }  }  void V(char \*\*input) { if (\*\*input == 'a') {  (\*input)++;  V(input);  }  }  void W(char \*\*input) { if (\*\*input == 'c') {  (\*input)++;  W(input);  }  }  int main() { char input[100]; printf("Enter a string: "); fgets(input, sizeof(input), stdin); char \*newline = strchr(input, '\n'); if (newline != NULL) {  \*newline = '\0';  }  char \*input\_ptr = input; S(&input\_ptr); if (\*input\_ptr == '\0') { |  |
| printf("String is valid\n");  } else { printf("Error: Unexpected character at the end\n");  }  return 0;  } |  |

1. S → (L) | a L → L,S | S

|  |  |
| --- | --- |
| Code | Output |
| #include <stdio.h> void S(char \*\*input); void L(char \*\*input); void S(char \*\*input) { if (\*\*input == '(') {  (\*input)++; L(input); if (\*\*input == ')') {  (\*input)++; } else { printf("Error: Missing closing parenthesis\n"); return;  }  } else if (\*\*input == 'a') {  (\*input)++; } else { printf("Error: Invalid token '%c'\n", \*\*input); return;  }  }  void L(char \*\*input) { S(input); if (\*\*input == ',') {  (\*input)++;  L(input);  } | A screenshot of a computer  Description automatically generated |

|  |  |
| --- | --- |
| }  int main() { char input[100]; printf("Enter a string: "); fgets(input, sizeof(input), stdin); char \*newline = strchr(input, '\n'); if (newline != NULL) {  \*newline = '\0';  }  char \*input\_ptr = input; S(&input\_ptr); if (\*input\_ptr == '\0') { printf("String is valid\n");  } else { printf("Error: Unexpected character at the end\n");  }  return 0;  } |  |

**ADDITIONAL EXERCISES:**

1. Write a program with functions first(X) and follow(X) to find first and follow for X where X is a non-terminal in a grammar.
2. Write a program to remove left recursion from the grammar.

**LAB NO: 7 Date:**

# RD PARSER FOR DECLARATION STATEMENTS

**Objectives:**

* To design RD parser for simple variable declaration statements of a ‘C’ program.
* To be able to perform error detection and correction in variable declarations.

**Prerequisites:**

* Acquaintance of top down parsing.
* Knowledge on removal of left recursion from the grammar and performing left factoring on the grammar.
* Knowledge on computation of first and follow.
* Basic understanding about error detection and correction methods.

**I. RECURSIVE DESCENT PARSER FOR C GRAMMAR:**

A simple ‘C’ language grammar is given. Student should write/update RD parser for subset of grammar each week and integrate it lexical analyzer. Before parsing the input file, remove ambiguity and left recursion, if present and also perform left factoring on subset of grammar given. Include the functions first(X) and follow(X) which already implemented in previous week. Lexical analyzer code should be included as header file in parser code. Parser program should make a function call getNextToken() of lexical analyze which generates a token. Parser parses it according to given grammar. The parser should report syntax errors if any (for e.g.: Misspelling an identifier or keyword, Undeclared or multiply declared identifier, Arithmetic or Relational Expressions with unbalanced parentheses and Expression syntax error etc.) with appropriate line-no.

**Sample C grammar:**

|  |  |  |  |
| --- | --- | --- | --- |
| Data Types |  | : | int, char |
| Arrays |  | : | 1-dimensional |
| Expressions |  | : | Arithmetic and Relational |
| Looping statements |  | : | for, while |
| Decision statements |  | : | if, if – else |

![](data:image/jpeg;base64,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)

Grammar 7.1

**II. LAB EXERCISE:**

1. For given subset of grammar 7.1, design RD parser with appropriate error messages with expected character and row and column number.
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#include <iostream> #include <cctype> // for isspace using namespace std;

int curr = 0; char str[100];

void Program(); void declaration(); void id\_list(); void id(); void statement\_list(); void statement(); void assign\_stat(); void expn(); void term(); void factor(); void decision\_stat(); void match(char expected); void ignore\_space(); void ignore\_newline(); void invalid(); void valid();

int main() {

cout<<"Enter the code (end with $): ";

cin.getline(str, sizeof(str), '#'); Program(); if (str[curr] == '$') {

valid();
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} else {

invalid();

}

return 0;

}

void Program() { ignore\_newline(); if (str[curr] == 'm') {

match('m'); match('a'); match('i'); match('n'); match('('); match(')'); ignore\_newline(); // Parse declaration / statement list / ?? if (str[curr] == '{') { match('{'); ignore\_newline(); if (str[curr] == 'i') {

declaration();

}

ignore\_newline(); while (str[curr] == 'a' || str[curr] == 'b' ||

str[curr] == 'c' ) { statement\_list();

}

ignore\_newline();

match('}');

} else {

invalid();

}

} else {

invalid();

}

}

void declaration() { // Parse int id\_list / ??

if (str[curr] == 'i') { match('i'); match('n'); match('t'); curr++;

id\_list();

// Make the semicolon optional if (str[curr] == ';') {

match(';');

}

}

}

void id\_list() {

ignore\_space(); // Parse id / id, id\_list if (str[curr] == 'a' || str[curr] == 'b' || str[curr]

== 'c') {

id(); if (str[curr] == ',') {

match(','); id\_list();

}

}

}

void id() { // Parse a / b / c ignore\_space();

if (str[curr] == 'a' || str[curr] == 'b' || str[curr]

== 'c') { match(str[curr]);

ignore\_space();

}

}

void statement\_list() { // Parse statement statement\_list / ??

if (str[curr] == 'a' || str[curr] == 'b' || str[curr]

== 'c') { statement(); statement\_list();

} else if (str[curr] == '}' || str[curr] == '$') { return;

}

}

void statement() {

// Parse assign\_stat; / decision\_stat

if (str[curr] == 'a' || str[curr] == 'b' || str[curr]

== 'c') { assign\_stat(); match(';'); ignore\_newline();

}

}

void assign\_stat() {

ignore\_newline();// Parse id=num/expn if (str[curr] == 'a' || str[curr] == 'b' || str[curr]

== 'c') {

id();

match('='); expn();

}

}

void expn() { // Parse term ignore\_space(); if (str[curr] == 'a' || str[curr] == 'b' || str[curr] == 'c' || str[curr] == '(' || (str[curr] >= '0' && str[curr] <= '9')) { ignore\_space(); term(); ignore\_space(); if (str[curr] == '+') { match('+'); ignore\_space();

expn();

}

}

}

void term() { // Parse factor ignore\_space(); if (str[curr] == 'a' || str[curr] == 'b' || str[curr] == 'c' || str[curr] == '(' || (str[curr] >= '0' && str[curr] <= '9')) { ignore\_space(); factor(); ignore\_space(); // Optionally parse \* term if (str[curr] == '\*') { match('\*'); ignore\_space();

term();

}

}

}

void factor() {

// Parse (expn) / id / num ignore\_space(); if (str[curr] == '(') { match('('); ignore\_space(); expn(); ignore\_space(); match(')'); ignore\_space();

}

else if (str[curr] == 'a' || str[curr] == 'b' ||

str[curr] == 'c') { id();

} else if (str[curr] >= '0' && str[curr] <= '9') {

// Numeric constant (can be multiple

digits)

while (str[curr] >= '0' && str[curr] <= '9') {

curr++;

}

} else {

invalid();

}

}

void match(char expected) {

if (str[curr] == expected) {

curr++;

} else {

invalid();

}

}

void invalid() {

cout<<"\n---------INVALID!---------\n"; exit(0);

}

void valid() { cout<<"\n---------VALID!---------\n"; exit(0);

}

void ignore\_space(){

while (isspace(str[curr])) {

curr++;}

}

void ignore\_newline(){ //ignore newline and space

while (isspace(str[curr]) || str[curr]=='\n') {

curr++;

}

}

/\*

main(){ int a,c; a=3+4; a=6; }$#

main(){ int a,c; a=3+4; a=6; if (a+b){a=4;}

|  |  |
| --- | --- |
| }$#  \*/ |  |

**ADDITIONAL EXERCISES:**

1. Write a program to parse pointer declarations.
2. Write a program to detect errors in the variable declarations. Error report should contain line numbers.
3. Write a program to correct errors in variable declarations.

**LAB NO: 8 Date:**

**RD PARSER FOR ARRAY DECLARATIONS AND EXPRESSION**

**STATEMENTS**

**Objective:**

* To design RD parser for array declaration and expression statements of a ‘C’ program.

**Prerequisites:**

* Knowledge on removal of left recursion from the grammar and performing left factoring on the grammar.
* Knowledge on computation of first and follow.
* Basic understanding about error detection and correction methods.

1. **LAB EXERCISE:**

Design the recursive descent parser to parse array declarations and expression statements with error reporting. Subset of grammar 7.1 is as follows:
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1. **ADDITIONAL EXERCISES:** 
   1. Modify the RD parser to handle compound expressions present in C program.
   2. Modify the RD parser to handle ternary statements present in C program.

**LAB NO: 9 Date:**

**RD PARSER FOR DECISION MAKING AND LOOPING STATEMENTS**

**Objective:**

* + - To design RD parser for decision making and looping statements of a ‘C’ program.

**Prerequisites:**

* + - Knowledge on removal of left recursion from the grammar and performing left factoring on the grammar.
    - Knowledge on computation of first and follow.
    - Basic understanding about error detection and correction methods.

**I. LAB EXERCISE:**

1. Modify the Recursive Descent parser implemented in the previous lab to parse decision making and looping statements with error reporting. Subset of grammar 7.1 is as follows:
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**II. ADDITIONAL EXERCISE:**

1. Write a grammar for defining a *structure* in ‘C’ and implement a RD parser to parse the same.
2. Design a grammar for defining a *switch block* in ‘C’ and implement a RD parser to parse the same.

**LAB NO: 10 Date:**

**INTRODUCTION TO BISON**

**Objectives:**

* + To understand bison tool.
  + To implement the parser using bison **Prerequisites:**
  + Knowledge of the C programing language.
  + Knowledge of basic level of context free and EBNF grammars.

**I. INTRODUCTION**

Parsing is the process of matching grammar symbols to elements in the input data, according to the rules of the grammar. The parser obtains a sequence of tokens from the lexical analyzer, and recognizes its structure in the form of a parse tree. The parse tree expresses the hierarchical structure of the input data, and is a mapping of grammar symbols to data elements. Tree nodes represent symbols of the grammar (non-terminals or terminals), and tree edges represent derivation steps.

There are two basic parsing approaches: top-down and bottom-up. Intuitively, a topdown parser begins with the start symbol. By looking at the input string, it traces a leftmost derivation of the string. By the time it is done, a parse tree is generated topdown. While a bottom-up parser generates the parse tree bottom-up. Given the string to be parsed and the set of productions, it traces a rightmost derivation in reverse by starting with the input string and working backwards to the start symbol.

Bison is a tool for building programs that handle structured input. The parser’s job is to figure out the relationship among the input tokens. A common way to display such relationships is a parse tree.

Bison is a general-purpose parser generator that converts a grammar description (Bison Grammar Files) for an LALR(1) context-free grammar into a C program to parse that grammar. The Bison parser is a bottom-up parser. It tries, by shifts and reductions, to reduce the entire input down to a single grouping whose symbol is the grammar's startsymbol.
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Fig. 10.1 Working of Bison

**Matching an Input using Bison Parser**

A grammar is a series of rules that the parser uses to recognize syntactically valid input.

Statement: NAME ‘=’ expression

Expression: NUMBER ‘+’ NUMBER

| NUMBER ‘-‘ NUMBER

The vertical bar, |, means there are two possibilities for the same symbol; that is, an expression can be either an addition or a subtraction. The symbol to the left of the: is known as the left-hand side of the rule, often abbreviated LHS, and the symbols to the right are the right-hand side, usually abbreviated RHS. Several rules may have the same left-hand side; the vertical bar is just shorthand for this. Symbols that actually appear in the input and are returned by the lexer are terminal symbols or tokens, while those that appear on the left-hand side of each rule are nonterminal symbols or non-terminals. Terminal and nonterminal symbols must be different; it is an error to write a rule with a token on the left side.

A bison specification has the same three-part structure as a flex specification. (Flex copied its structure from the earlier lex, which copied its structure from yacc, the predecessor of bison.) The first section, the definition section, handles control information for the parser and generally sets up the execution environment in which the parser will operate. The second section contains the rules for the parser, and the third section is C code copied verbatim into the generated C program.

… definition section …

%%

… rules section …

%%

… user subroutines section …

The declarations here include C code to be copied to the beginning of the generated C parser, again enclosed in %{ and %}. Following that are %token token declarations, telling bison the names of the symbols in the parser that are tokens. By convention, tokens have uppercase names, although bison doesn’t require it. Any symbols not declared as tokens have to appear on the left side of at least one rule in the program. The second section contains the rules in simplified BNF. Bison uses a single colon rather than ::=, and since line boundaries are not significant, a semicolon marks the end of a rule. Again, like flex, the C action code goes in braces at the end of each rule.

Bison creates the C program by plugging pieces into a standard skeleton file. The rules are compiled into arrays that represent the state machine that matches the input tokens. The actions have the $N and @N values translated into C and then are put into a switch statement within yyparse() that runs the appropriate action each time there’s a reduction.

**Abstract Syntax Tree**

One of the most powerful data structures used in compilers is an abstract syntax tree. An AST is basically a parse tree that omits the nodes for the uninteresting rules. A bison parser doesn’t automatically create this tree as a data structure. Every grammar includes a start symbol, the one that has to be at the root of the parse tree.

**II. SOLVED EXERCISE:**

Write a Bison program to check the syntax of a simple expression involving operators +, -, \* and /.

%{

#include<stdio.h>

#include<stdlib.h>

%}

%token NUMBER ID NL

%left ‘+’

%left ‘\*’

%%

stmt : exp NL { printf(“Valid Expression”); exit(0);}

;

exp : exp ‘+’ term

| term

term: term ‘\*’ factor

|factor factor: ID

| NUMBER

;

%%

int yyerror(char \*msg)

{ printf(“Invalid Expression\n”);

exit(0);

}

void main ()

{ printf(“Enter the expression\n”);

yyparse();

}

**Flex Part**

%{

#include “y.tab.h” //filename.tab.h : here both flex and bison

%}

%%

[0-9]+ {return NUMBER; }

\n {return NL ;}

[a-zA-Z][a-zA-Z0-9\_]\* {return ID; }

. {return yytext[0]; }

%%

**Steps to execute:**

* 1. Type Flex program and save it using .l extension.
  2. Type the bison program and save it using .y extension.
  3. Compile the bison code using

**$ bison** **–d** filename.y

The option **-d** Generates the file y.tab.h with the #define statements that associate the yacc user-assigned “token codes" with the user-declared "token names." This association allows source files other than y.tab.c to access the token codes.

* 1. This command generates two files filename.tab.h and filename.tab.c e. Compile the flex code using

**$ flex filename.l**

f. Compile the generated C file using  **$ gcc lex.yy.c filename.tab.c - o output** g. This gives an executable output.out

h. Run the executable using **$ ./output**

**III. LAB EXERCISES:**

Write a bison program,

1. To check a valid declaration statement.
2. To check a valid decision making statements.
3. To evaluate an arithmetic expression involving operations +,-,\* and /.
4. To validate a simple calculator using postfix notation. The grammar rules are as follows –

input  input line | ε line  ‘\n’ | exp ‘\n’ exp  num | exp exp ‘+’

| exp exp ‘-‘

| exp exp ‘\*’

| exp exp ‘/’

| exp exp ‘^’

| exp ‘n’

**IV. ADDITIONAL EXERCISES:**

1. Write a grammar to recognize strings ‘aabb’ and ‘ab’ (anbn, n>=0). Write a Bison program to validate the strings for the derived grammar.
2. Write a grammar to recognize (anb, n>=10). Write a Bison program to validate the strings for the derived grammar.

**LAB NO: 11 Date:**

**CODE GENERATION**

**Objectives:**

* + To understand the intermediate code generation and code generation phase of compilation.
  + To generate machine code from the intermediate representation i.e. postfix expression

**Prerequisites:**

* + Knowledge of three address code statements.

**I. INTRODUCTION:**

Code Generation is the last phase of the compilation process. It takes any of the intermediate representation format as input and produces equivalent Assembly Code as output. Here we consider postfix expression and Three Address Code as the intermediate representations to generate the basic level assembly code.

Intermediate code generator receives input from its predecessor phase, semantic analyzer, in the form of an annotated syntax tree. That syntax tree then can be converted into a linear representation, e.g., postfix notation. Intermediate code tends to be machine independent code. Therefore, code generator assumes to have unlimited number of memory storage (register) to generate code.

For example: a = b + c \* d; The intermediate code generator will try to divide this expression into sub-expressions and then generate the corresponding code.

r1 = c \* d; r2 = b + r1; a = r2

‘r’ being used as registers in the target program.

A three-address code has at most three address locations to calculate the expression.

**II. SOLVED EXERCISE**:

Write a C program to implement the **intermediate code** for the given postfix expression.

/\* Store in int-code-gen.c

\*/

#include<stdio.h>

#include<string.h>

#define MAX\_STACK\_SIZE 40

#define MAX\_IDENTIFIER\_SIZE 64

/\*Assume variables are separated by a space\*/ char \*str="a b c d \* + ="; /\*Expected output temp1=c\*d temp2=b+temp1 a=temp2

\*/

//implementation using stack char \*\*stack=NULL; int top=-1; int tcounter=1; int push(char \*str) {

int k; if(!((top+1)<MAX\_STACK\_SIZE))

return 0;

strcpy(stack[top+1],str); top=top+1; return 1;

} char \*pop() {

if(top < 0 )

return NULL;

top=top-1; return stack[top+1];

} char \*dec\_to\_str(int num) {

char numstr[MAX\_IDENTIFIER\_SIZE]; int count=0,i=0; int rem; while(num > 0 ) {

rem=num%10;

numstr[count++]=(char)rem+48;

num=num/10;

} numstr[count]='\0'; //reverse the string for(i=0;i<count/2;i++) {

char temp=numstr[i]; numstr[i]=numstr[count-i-1]; numstr[count-i-1]=temp;

}

return numstr;

} void parseAndOutput() {

int i; stack=malloc(MAX\_STACK\_SIZE\* sizeof(char \*)); for(i=0;i<MAX\_STACK\_SIZE;i++)

{

stack[i]=malloc(MAX\_IDENTIFIER\_SIZE\*sizeof(char));

}

char op[MAX\_IDENTIFIER\_SIZE]; char \*pop1,\*pop2; int kop=0;

for(i=0;i<strlen(str);i++) { //is it an identifier ?

if((str[i]>='A' && str[i]<='Z') || (str[i]>='a' && str[i]<='z') || str[i]=='\_' ||

(str[i]>='0' && str[i]<='9')) {

op[kop++]=str[i];

} //is it a space ? else if(str[i]==' ') {

op[kop]='\0';

kop=0;

if(strcmp(op,"")!=0)

push(op);

}

//has to be any operator namely +, - , \*, /, % etc

else {

//check if previous identifier is stored in stack

if(kop >0) { op[kop]='\0';

kop=0;

if(strcmp(op,"")!=0)

push(op);

}

pop2=pop(); pop1=pop(); int k;

//check for = operator if(str[i]=='=') { printf("%s = %s\n",pop1,pop2); push(pop1);

}

else {//could be any +,-,\*,/

char tempStr[MAX\_IDENTIFIER\_SIZE]; char \*numStr;

strcpy(tempStr,"temp");

//convert tcounter number to string numStr=dec\_to\_str(tcounter);

int j;

int ts=strlen(tempStr);

for(j=strlen(tempStr);j<strlen(tempStr)+strlen(numStr);j++)

tempStr[j]=numStr[j-ts]; tempStr[j]='\0';

printf("%s = %s %c %s\n",tempStr,pop1,str[i],pop2);

tcounter=tcounter+1; push(tempStr);

}

}

}

//free the memory allocated for(i=0;i<MAX\_STACK\_SIZE;i++) { free(stack[i]);

}

free(stack);

} int main() {

parseAndOutput();

return 0;

}

The assembly code corresponding to the following C program is can be obtained using the option –S with gcc command.

Consider a code snippet

## **Program- z.c**

#include<stdio.h> int main() { int x;

x=3+2; printf("%d",x); return 0;

}

Steps to obtain the assembly output from the program z.c

**Step 1**: Generate the equivalent TAC for the program and the store in a file.

**Step 2**: The TAC obtained in Step 1 is taken as input.

**Step 3**: Run the command gcc –S z.c. This will automatically generate a file z.s with corresponding assembly code.

**Step 4**: The assembly code is run using the command gcc z.s -o z and **.** /z

The assembly code generated is as shown below

.file "z.c" .section .rodata .LC0:

|  |  |
| --- | --- |
| .string  .text | "%d" |
| .globl | main |

.type main, @function main: .LFB0:

.cfi\_startproc

pushq %rbp

.cfi\_def\_cfa\_offset 16

.cfi\_offset 6, -16

movq %rsp, %rbp

.cfi\_def\_cfa\_register 6 subq $16, %rsp movl $5, -4(%rbp) movl -4(%rbp), %eax movl %eax, %esi movl $.LC0, %edi movl $0, %eax call printf movl $0, %eax leave

.cfi\_def\_cfa 7, 8 ret

.cfi\_endproc .LFE0:

.size main, .-main

.ident"GCC: (Ubuntu 4.8.4-2ubuntu1~14.04.3) 4.8.4"

.section .note.GNU-stack,"",@progbits

1. **LAB EXERCISES:**

1. Write a program to generate Assembly Level code from the given Postfix expression.

1. **ADDITIONAL EXERCISES**

1. Write a program to generate Three Address Code for a C program with decision making constructs.
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